**Pengenalan Control Flow**

Setiap hari kita melakukan perhitungan dan perbandingan guna membuat keputusan, apapun itu. Contohnya apakah perlu mencuci kendaraan ketika cuaca sedang cerah? Apa saja transportasi *online* yang bisa dipesan ketika hujan untuk sampai di tempat tujuan?
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Sebuah program juga perlu membuat keputusan. Pada modul ini kita akan belajar bagaimana memberikan instruksi bagi komputer untuk mengambil keputusan dari kondisi yang diberikan serta bagaimana melakukan instruksi yang berulang.

## **If and Else**

Ketika mengembangkan sebuah program, kita akan bertemu dengan alur yang bercabang tergantung kepada kondisi yang terjadi. Untuk mengakomodasi dan mengecek sebuah kondisi pada Dart kita menggunakan kata kunci if.

Ekspresi if akan menguji suatu kondisi. Jika hasil ekspresi tersebut bernilai true, maka blok kode di dalamnya akan dijalankan. Sebaliknya, jika bernilai false maka proses yang ditentukan akan dilewatkan.

void **main**() {

  var isRaining = true;

**print**('Prepare before going to office.');

  if (isRaining) {

**print**("Oh. It's raining, bring an umbrella.");

  }

**print**('Going to the office.');

}

![](data:image/jpeg;base64,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)

Kode di atas akan menampilkan output:

1. Prepare before going to office.
2. Oh. It's raining, bring an umbrella.
3. Going to the office.

Jika Anda mengubah nilai isRaining menjadi false, maka kode di dalam blok if akan dilewatkan dan program Anda tidak akan mengingatkan untuk membawa payung.

Lalu bagaimana jika Anda ingin melakukan operasi lain ketika kondisi bernilai false? Jawabannya adalah dengan menggunakan else. Pada contoh kode berikut kita akan melakukan pengecekan kondisi pada operator perbandingan dan operator logika.

void **main**() {

  var openHours = 8;

  var closedHours = 21;

  var now = 17;

  if (now > openHours && now < closedHours) {

**print**("Hello, we're open");

  } else {

**print**("Sorry, we've closed");

  }

}

Anda juga dapat mengecek beberapa kondisi sekaligus dengan menggabungkan else dan if. Contohnya seperti program konversi nilai berikut:

void **main**() {

  var score = 85;

**print**('Nilai Anda: ${**calculateScore**(score)}');

}

String **calculateScore**(num score) {

  if (score > 90) {

    return 'A';

  } else if (score > 80) {

    return 'B';

  } else if (score > 70) {

    return 'C';

  } else if (score > 60) {

    return 'D';

  } else {

    return 'E';

  }

}

Fitur menarik lain dari Dart adalah ***conditional expressions***. Dengan ini kita bisa menuliskan if-else statement hanya dalam satu baris:

1. // condition ? true expression : false expression
3. var shopStatus = now > openHours ? "Hello, we're open" : "Sorry, we've closed";

Selain itu Dart juga mendukung conditional expressions seperti berikut:

1. // expression1 ?? expression2
2. var buyer = name ?? 'user';

Pada kode di atas jika variabel name tidak bernilai null, maka buyer akan menyimpan nilai dari name. Namun jika bernilai null, buyer akan berisi ‘user’.

Jika ingin melihat sumber keseluruhan interactive code di atas, Anda dapat mengunjungi tautan berikut.

## **For Loops**

Ketika menulis program komputer, akan ada situasi di mana kita perlu melakukan hal sama berkali-kali. Misalnya kita ingin menampilkan semua nama pengguna yang terdaftar di aplikasi kita, atau sesederhana menampilkan angka 1 sampai 10. Tentunya tidak praktis jika kita menulis kode seperti berikut:

1. print(1);
2. print(2);
3. print(3);
4. print(4);
5. print(5);
6. print(6);
7. print(7);
8. print(8);
9. print(9);
10. print(10);

Bagaimana jika kita perlu menampilkan angka 1 sampai 100?

Dart memiliki banyak opsi untuk melakukan perulangan kode, salah satunya adalah for. For cocok digunakan pada kondisi perulangan di mana kita membutuhkan variabel indeks dan tahu berapa kali perulangan yang kita butuhkan. Sebagai contoh jika kita ingin menampilkan angka 1 sampai 100, kita bisa menuliskan seperti berikut:

void **main**() {

  for (int i = 1; i <= 100; i++) {

**print**(i);

  }

}

Lebih ringkas bukan? Terdapat tiga bagian utama dalam sintaks for di atas:

* Pertama, variabel *index* yang seringkali diberi nama i yang berarti *index*. Pada variabel ini kita menginisialisasi nilai awal dari perulangan yang kita lakukan.
* Kedua, operasi perbandingan. Pada bagian ini komputer akan melakukan pengecekan kondisi apakah perulangan masih perlu dilakukan. Jika bernilai true maka kode di dalam blok for akan dijalankan.
* Ketiga, *increment/decrement*. Di sini kita melakukan penambahan atau pengurangan variabel *index*. Jadi pada contoh di atas variabel indeks akan ditambah dengan 1 di setiap akhir perulangan.

Jika dituliskan dalam bentuk *pseudocode*, maka kode di atas bisa dimaknai dengan “Jika i kurang dari sama dengan 100, maka jalankan kode berikut.”

## **While and do-while**

Metode lain untuk melakukan perulangan adalah dengan while. Sama seperti for, instruksi while mengevaluasi ekspresi boolean dan menjalankan kode di dalam blok while ketika bernilai true.

Untuk menampilkan angka 1 sampai 100 dengan while kita bisa menulis kode seperti berikut:

void **main**() {

  var i = 1;

  while (i <= 100) {

**print**(i);

    i++;

  }

}

Bisa dilihat pada kode di atas bahwa perulangan dengan while tidak memiliki ketergantungan dengan variabel index seperti pada for loop. Karena itu, meskipun while dapat melakukan perulangan yang sama dengan for, while lebih cocok digunakan pada kasus di mana kita tidak tahu pasti berapa banyak perulangan yang diperlukan.

Bentuk lain dari while adalah perulangan do-while.

void **main**() {

  var i = 1;

  do {

**print**(i);

    i++;

  } while (i <= 100);

}

Kondisi pada while akan dievaluasi sebelum blok kode di dalamnya dijalankan, sedangkan do-while akan mengevaluasi boolean expression setelah blok kodenya dijalankan. Ini artinya kode di dalam do-while akan dijalankan setidaknya satu kali.

### **Infinite loops**

Ketika menerapkan perulangan pada program kita, ada satu kondisi yang perlu kita hindari yaitu ***infinite loop***. Infinite loop atau endless loop adalah kondisi di mana program kita stucked di dalam perulangan. Ia akan berjalan terus hingga menyebabkan crash pada aplikasi dan komputer kecuali ada intervensi secara eksternal, seperti mematikan aplikasi.

Kode berikut ini adalah contoh di mana kondisi infinite loop dapat terjadi:

void **main**() {

  var i = 1;

  while (i < 5) {

**print**(i);

  }

}

Dapatkah Anda mencari apa yang salah dari kode di atas sehingga terjadi infinite loop?

Jawabannya adalah karena variabel i selalu bernilai 1. Alhasil kondisi i < 5 akan selalu bernilai true dan akibatnya aplikasi akan terus mencetak 1 ke konsol sehingga mengalami crash.

## **Break and Continue**

Anda memiliki aplikasi yang menyimpan data 20 bilangan prima pertama. Pengguna dapat mencari bilangan prima lalu komputer akan menampilkan urutan berapa bilangan tersebut. Ketika bilangan prima tersebut sudah ditemukan tentunya komputer tidak perlu melanjutkan proses perulangan lagi. Nah, di sinilah kita bisa menggunakan ***break*** untuk menghentikan dan keluar dari proses iterasi.

void **main**() {

  // bilangan prima di bawah 100

  var primeNumbers = [

    2,

    3,

    5,

    7,

    11,

    13,

    17,

    19,

    23,

    29,

    31,

    37,

    41,

    43,

    47,

    53,

    59,

    61,

    67,

    73,

    79,

    83,

    89,

    97

  ];

  var searchNumber = 13;

**print**('Bilangan prima di antara 1-100: $searchNumber');

  for (int i = 0; i < primeNumbers.length; i++) {

    if (searchNumber == primeNumbers[i]) {

**print**('$searchNumber adalah bilangan prima ke-${i + 1}');

      break;

    }

**print**('$searchNumber != ${primeNumbers[i]}');

  }

}

Ketika kode di atas dijalankan, proses iterasi akan dihentikan ketika angka yang diinputkan pengguna sama dengan bilangan prima yang dicari.

1. Bilangan prima di antara 1-100: 13
2. 13 != 2
3. 13 != 3
4. 13 != 5
5. 13 != 7
6. 13 != 11
7. 13 adalah bilangan prima ke-6

Keyword lain yang berguna pada proses perulangan adalah ***continue***. Dengan continue kita bisa melewatkan proses iterasi dan lanjut ke proses iterasi berikutnya. Misalnya Anda ingin menampilkan angka 1 sampai 10 kecuali angka kelipatan 3. Anda dapat menuliskannya seperti berikut:

void **main**() {

  for (int i = 1; i <= 10; i++) {

    if (i % 3 == 0) {

      continue;

    }

**print**(i);

  }

}

## **Switch and Case**

Sebelumnya kita telah mempelajari bagaimana mengondisikan logika komputer dengan menggunakan if. Namun, bagaimana jika ada banyak kondisi yang perlu dicek menggunakan if? Tentu akan membingungkan dan kode kita pun jadi sulit dibaca.

Dart mendukung statement switch untuk melakukan pengecekan banyak kondisi dengan lebih mudah dan ringkas.

1. switch (variable/expression) {
2. case value1:
3. // do something
4. break;
5. case value2:
6. // do something
7. break;
8. ...
9. ...
10. default:
11. // do something else
12. }

Tanda kurung setelah keyword switch berisi variabel atau ekspresi yang akan dievaluasi. Kemudian untuk setiap kondisi yang mungkin terjadi kita masukkan keyword case diikuti dengan nilai yang valid. Jika kondisi pada case sama dengan variabel pada switch, maka blok kode setelah titik dua (:) akan dijalankan. Keyword break digunakan untuk keluar dari proses switch. Terdapat satu case bernama default yang memiliki fungsi yang sama dengan keyword else pada control flow if-else. Jika tidak ada nilai yang sama dengan variabel pada switch maka blok kode ini akan dijalankan.

Berikut ini adalah contoh aplikasi kalkulator yang menerapkan switch-case.

void **main**() {

  final firstNumber = 13;

  final secondNumber = 18;

  final operator = "+";

  switch (operator) {

    case '+':

**print**(

          '$firstNumber $operator $secondNumber = ${firstNumber + secondNumber}');

      break;

    case '-':

**print**(

          '$firstNumber $operator $secondNumber = ${firstNumber - secondNumber}');

      break;

    case '\*':

**print**(

          '$firstNumber $operator $secondNumber = ${firstNumber \* secondNumber}');

      break;

    case '/':

**print**(

          '$firstNumber $operator $secondNumber = ${firstNumber / secondNumber}');

      break;

    default:

**print**('Operator tidak ditemukan');

  }

}

## **Pengenalan Collections**

Kita telah mempelajari tentang tipe data dan control flow. Lanjut, kini kita akan menghadapi masalah yang lebih kompleks. Untuk bisa memecahkannya secara efisien, kita membutuhkan struktur data yang lebih canggih.

Selain string, number, dan boolean, Dart masih memiliki tipe data lain yang dapat menyimpan banyak data sekaligus yang dalam istilah pemrograman dikenal sebagai ***collections***. Collections merupakan sebuah objek yang bisa menyimpan kumpulan objek lain. Contoh collections pada Dart antara lain List, Set, dan Map.

## List

List sesuai namanya dapat menampung banyak data ke dalam satu objek. Dalam kehidupan sehari-hari kita menggunakan list untuk menyimpan daftar belanja, nomor telepon, dsb. Begitu pula dengan Dart kita bisa menyimpan bermacam-macam tipe data seperti string, number, dan boolean. Cara penulisannya pun sangat mudah. Perhatikan saja contoh berikut:

List<int> numberList = [1, 2, 3, 4, 5];

Kode di atas adalah contoh dari satu objek List yang berisi kumpulan data dengan tipe integer. Karena kompiler bisa mengetahui tipe data yang ada dalam sebuah objek List, maka tak perlu kita menuliskannya secara eksplisit.

var numberList = [1, 2, 3, 4, 5];

var stringList = ['Hello', 'Dicoding', 'Dart'];

Sesuai contoh di atas, kita mendefinisikan tipe data yang bisa dimasukkan ke dalam List di dalam tanda kurung siku ([ ]). Sama seperti variabel, jika kita tidak mendefinisikan nilai secara eksplisit ke dalam List, maka List akan menyimpan tipe dynamic atau bisa menyimpan semua tipe data.

void **main**() {

  List dynamicList = [1, 'Dicoding', true];

**print**(dynamicList.runtimeType);

}

Ketika bermain dengan sebuah List, tentunya ada saat di mana kita ingin mengakses posisi tertentu dari List tersebut. Untuk melakukannya, kita bisa menggunakan fungsi indexing seperti berikut:

1. void main() {
2. List dynamicList = [1, 'Dicoding', true];
3. print(dynamicList[1]);
4. }
6. // Output: Dicoding

Perhatikan kode di atas. Fungsi indexing ditandai dengan tanda [ ]. Jika Anda mengira bahwa konsol akan menampilkan angka 1, tebakan Anda kurang tepat. Dalam sebuah List, indeks dimulai dari 0. Maka ketika kita akan mengakses data pada dynamicList yang berada pada indeks ke-1, artinya data tersebut merupakan data pada posisi ke-2. Jadi data yang akan ditampilkan pada konsol adalah ***Dicoding***.

Lalu apa yang akan terjadi jika kita berusaha menampilkan item dari List yang berada di luar dari ukuran List tersebut? Sebagai contoh, Anda ingin mengakses indeks ke-3 dari dynamicList:

1. print(dynamicList[3]);

Hasilnya adalah eror! Kompiler akan memberitahukan bahwa perintah itu tidak bisa dijalankan. Berikut pesan eror yang akan muncul:

Unhandled exception:  
RangeError (index): Invalid value: Not in range 0..2, inclusive: 3

Pesan di atas memberitahu kita bahwa List telah diakses dengan indeks ilegal. Ini akan terjadi jika indeks yang kita inginkan negatif atau lebih besar dari atau sama dengan ukuran List tersebut.

Masih ingat looping? Untuk menampilkan seluruh item dari list kita bisa memanfaatkan looping. Contohnya perhatikan kode berikut:

1. void main() {
2. List<String> stringList = ["Hello", "Dicoding", "Dart"];
3. for (int i = 0; i < stringList.length; i++) {
4. print(stringList[i]);
5. }
6. }
8. // Output:
9. // Hello
10. // Dicoding
11. // Dart

Pada kode di atas kita memanfaatkan perulangan sebanyak jumlah data di dalam list untuk mencetak data yang ada di dalam list. Banyaknya data di dalam list bisa kita panggil melalui properti .length.

Selain itu kita juga bisa menggunakan fungsi foreach untuk menampilkan data di dalam list.

void **main**() {

  List<String> stringList = ["Hello", "Dicoding", "Dart"];

  stringList.**forEach**((s) => **print**(s));

}

Mekanisme di atas dikenal sebagai ***lambda*** atau **anonymous function**. Kita akan mempelajarinya lebih dalam pada modul yang akan datang.

Sejauh ini kita baru belajar menginisialisasikan dan mengakses data dari sebuah List. Pastinya Anda bertanya, “Bagaimana kita memanipulasi data pada List tersebut?” Nah, untuk menambahkan data ke dalam list, kita bisa menggunakan fungsi add().

void **main**() {

  List<String> stringList = ["Hello", "Dicoding", "Dart"];

  // Menambahkan data di akhir list.

  stringList.**add**('Flutter');

**print**(stringList);

}

Fungsi add ini akan menambahkan data di akhir list. Sehingga ketika dicetak, konsol akan menampilkan data berikut:

1. [Hello, Dicoding, Dart, Flutter]

Lalu bagaimana jika kita ingin menambahkan data namun tidak di akhir List? Jawabannya adalah dengan fungsi ***insert***. Di dalam fungsi insert kita perlu memasukkan 2 parameter, yaitu indeks list dan data yang akan dimasukkan.

1. void main() {
2. List<String> stringList = ["Hello", "Dicoding", "Dart", "Flutter"];
3. // Menambahkan data di indeks ke-0.
4. stringList.insert(0, 'Programming');
5. print(stringList);
6. }
8. /// Output:
9. /// [Programming, Hello, Dicoding, Dart, Flutter]

Untuk mengubah nilai di dalam list, kita bisa langsung menginisialisasikan nilai baru sesuai indeks yang diinginkan.

1. stringList[1] = 'Application';

Sedangkan untuk menghapus data terdapat beberapa fungsi ***remove*** yang bisa kita gunakan, antara lain:

void **main**() {

  List<String> stringList = [

    "Programming",

    "Hello",

    "Dicoding",

    "Dart",

    "Flutter"

  ];

  // Menghapus list dengan nilai Programming

  stringList.**remove**('Programming');

  // Menghapus list pada index ke-1

  // stringList.removeAt(1);

  // Menghapus data list terakhir

  // stringList.removeLast();

  // Menghapus list mulai index ke-0 sampai ke-1 (indeks 2 masih dipertahankan)

  // stringList.removeRange(0,2);

**print**(stringList);

}

### Spread Operator

Dart memiliki fitur menarik untuk menambahkan banyak nilai ke dalam List dengan cara yang singkat, yaitu spread operator.

Sesuai namanya “spread”, fitur ini digunakan untuk menyebarkan nilai di dalam collections menjadi beberapa elemen. Spread operator dituliskan dengan tiga titik (...). Mari kita lihat contoh kode berikut:

1. void main() {
2. var favorites = ['Seafood', 'Salad', 'Nugget', 'Soup'];
3. var others = ['Cake', 'Pie', 'Donut'];
4. var allFavorites = [favorites, others];
5. print(allFavorites);
6. }
8. /// Output:
9. /// [[Seafood, Salad, Nugget, Soup], [Cake, Pie, Donut]]

Nilai List tidak akan tergabung. Alih-alih menggabungkan nilainya, variabel allFavorites menjadi List yang menampung dua List di dalamnya. Nah, dengan spread operator kita dapat menggabungkan kedua List di atas:

void **main**() {

  var favorites = ['Seafood', 'Salad', 'Nugget', 'Soup'];

  var others = ['Cake', 'Pie', 'Donut'];

  var allFavorites = [...favorites, ...others];

**print**(allFavorites);

}

Yup, dengan spread operator kita dapat memasukkan masing-masing elemen di dalam List ke dalam List lainnya.

Untuk mengatasi List yang bisa bernilai null, kita dapat menggunakan null-aware spread **operator** (...?) seperti berikut:

void **main**() {

  List<dynamic>? list;

  List<dynamic>? list2 = [0, ...?list];

**print**(list2);

}

## **Set**

Selanjutnya kita akan membahas jenis collection yang kedua, yaitu ***Set***. Set merupakan sebuah collection yang hanya dapat menyimpan nilai yang unik. Ini akan berguna ketika Anda tidak ingin ada data yang sama alias duplikasi dalam sebuah collection. Kita bisa mendeklarasikan Set dengan beberapa cara berikut:

void **main**() {

  Set<int> anotherSet = new Set.**from**([1, 4, 6, 4, 1]);

**print**(anotherSet);

}

Perhatikan kode di atas. Di sana terdapat beberapa angka yang duplikat, yaitu angka 1 dan 4. Silakan tampilkan pada konsol dan lihat hasilnya.

1. print(anotherSet);
3. // Output: {1, 4, 6}

Secara otomatis Set akan membuang angka yang sama, sehingga hasilnya adalah {1, 4, 6}.

Untuk menambahkan data ke dalam Set kita dapat memanfaatkan fungsi add() atau addAll()

void **main**() {

  var numberSet = {1, 4, 6};

  // Menambahkan data ke dalam Set.

  numberSet.**add**(6);

  numberSet.**addAll**({2, 2, 3});

**print**(numberSet);

}

Fungsi add akan menambah satu item ke dalam Set, sementara addAll digunakan untuk menambahkan beberapa item sekaligus. Nilai yang duplikat akan diabaikan.

Lalu gunakan fungsi remove() untuk menghapus objek di dalam set yang diinginkan.

1. void main() {
2. var numberSet = {1, 4, 6, 2, 3};
3. // Menghapus nilai 3 dari Set.
4. numberSet.remove(3);
5. print(numberSet);
6. }
8. /// Output:
9. /// {1, 4, 6, 2}

Kode di atas akan menghapus nilai 3 di dalam Set, bukan indeks ke-3.

Kemudian untuk menampilkan data pada indeks tertentu, gunakanlah fungsi elementAt().

1. void main() {
2. var numberSet = {1, 4, 6, 2, 3};
3. // Mendapatkan data Set pada indeks ke-2
4. print(numberSet.elementAt(2));
5. }
7. /// Output:
8. /// 6

Selain itu, Dart juga memiliki fungsi ***union*** dan ***intersection*** untuk mengetahui gabungan dan irisan dari 2 (dua) buah Set. Sebagai contoh:

void **main**() {

  var setA = {1, 2, 4, 5};

  var setB = {1, 5, 7};

  var union = setA.**union**(setB);

  var intersection = setA.**intersection**(setB);

**print**("union: $union");

**print**("intersection: $intersection");

}

## Map

Collection ketiga adalah Map, yakni sebuah collection yang dapat menyimpan data dengan format key-value. Perhatikan contoh berikut:

1. var capital = {
2. 'Jakarta': 'Indonesia',
3. 'London': 'England',
4. 'Tokyo': 'Japan'
5. };

String yang berada pada sebelah kiri titik dua (:) adalah sebuah key, sedangkan yang di sebelah kanan merupakan value-nya. Lalu untuk mengakses nilai dari Map tersebut, kita bisa menggunakan key yang sudah dimasukkan. Misalnya, kita bisa menggunakan key “Jakarta” untuk mendapatkan value “Indonesia”:

void **main**() {

  var capital = {

    'Jakarta': 'Indonesia',

    'London': 'England',

    'Tokyo': 'Japan',

  };

**print**(capital['Jakarta']);

}

Kita dapat menampilkan key apa saja yang ada di dalam Map dengan menggunakan property keys. Sedangkan untuk mengetahui nilai apa saja yang ada di dalam Map kita bisa menggunakan property values.

void **main**() {

  var capital = {

    'Jakarta': 'Indonesia',

    'London': 'England',

    'Tokyo': 'Japan',

  };

  var mapKeys = capital.keys;

**print**("mapKeys: $mapKeys");

  var mapValues = capital.values;

**print**("mapValues: $mapValues");

}

Untuk menambahkan key-value baru ke dalam Map, kita bisa melakukannya dengan cara berikut:

void **main**() {

  var capital = {

    'Jakarta': 'Indonesia',

    'London': 'England',

    'Tokyo': 'Japan',

  };

  capital['New Delhi'] = 'India';

**print**(capital);

}